CSV

Write a R program to read the content of the CSV file and show as data frame.

# Read CSV file into a data frame

df <- read.csv("C:\\Users\\repan\\OneDrive\\Desktop\\R\\sample\_data.csv")

# Display the data frame

print(df)

Write a R Program to [export CSV File without Row Names](https://www.geeksforgeeks.org/export-csv-file-without-row-names-in-r/)

# Sample Dataset

data <- data.frame(

Name = c("Alice", "Bob", "Charlie"),

Age = c(25, 30, 22),

Salary = c(50000, 60000, 45000)

)

# Display the sample dataset

print("Sample Dataset:")

print(data)

# Export the dataset to a CSV file without row names

write.csv(data, "output\_without\_row\_names.csv", row.names = FALSE)

# Display a message indicating the export is successful

cat("\nCSV file exported successfully without row names.\n")

[Write a R Program to write to CSV without index ?](https://www.geeksforgeeks.org/how-to-write-to-csv-in-r-without-index/)

# Sample Dataset

data <- data.frame(

Name = c("Alice", "Bob", "Charlie"),

Age = c(25, 30, 22),

Salary = c(50000, 60000, 45000)

)

# Display the sample dataset

print("Sample Dataset:")

print(data)

# Export the dataset to a CSV file without row names and indices

write.csv(data, "output\_without\_index.csv", row.names = FALSE)

# Display a message indicating the export is successful

cat("\nCSV file exported successfully without row names and indices.\n")

Write a R Program to [Append row to CSV](https://www.geeksforgeeks.org/append-row-to-csv-using-r/) file.

# CSV file path

csv\_file <- "C:\\Users\\repan\\OneDrive\\Documents\\existing\_data.csv"

# Append a new row to the CSV file

new\_row <- data.frame(Name = "David", Age = 28, Salary = 55000)

# Append the new row to the CSV file

write.csv(new\_row, csv\_file, row.names = FALSE, append = TRUE)

# Display a message indicating the append is successful

cat("Row appended to CSV file successfully.\n")

[Write a R Program to calculate mean, median and variance of a CSV file ?](https://www.geeksforgeeks.org/how-to-calculate-mean-of-a-csv-file-in-r/)

data <- read.csv(text = "Name, Age, Salary

Alice, 25, 50000

Bob, 30, 60000

Charlie, 22, 45000

David, 35, 70000

Eva, 28, 55000

Frank, 40, 80000

Grace, 32, 65000

Hank, 27, 48000

Ivy, 38, 72000

Jack, 29, 59000")

cat("Loaded Dataset:\n")

print(data)

# Specify the column for calculations

column\_name <- "Salary"

# Calculate mean, median, and variance

mean\_value <- mean(data[[column\_name]], na.rm = TRUE)

median\_value <- median(data[[column\_name]], na.rm = TRUE)

variance\_value <- var(data[[column\_name]], na.rm = TRUE)

# Display the results

cat("\nResults:\n")

cat("Mean:", mean\_value, "\n")

cat("Median:", median\_value, "\n")

cat("Variance:", variance\_value, "\n")

Write a R program to display the structure of the CSV file.

data <- read.csv(text = "Name, Age, Salary

Alice, 25, 50000

Bob, 30, 60000

Charlie, 22, 45000

David, 35, 70000

Eva, 28, 55000

Frank, 40, 80000

Grace, 32, 65000

Hank, 27, 48000

Ivy, 38, 72000

Jack, 29, 59000")

# Display the structure of the CSV file

cat("Structure of the CSV file:\n")

str(data)

Write a R program to convert the text file into CSV file.

# Read text file into a data frame

data <- read.table("C:\\Users\\repan\\OneDrive\\Documents\\seven\_data.txt", header = TRUE, sep = ",")

# Display the loaded dataset

cat("Loaded Dataset:\n")

print(data)

# Write the data frame to a CSV file

write.csv(data, "seven\_output.csv", row.names = FALSE)

# Display a message indicating the conversion is successful

cat("\nText file converted to CSV file successfully.\n")

Excel

[Write a R Program to import an Excel File](https://www.geeksforgeeks.org/how-to-import-an-excel-file-into-r/)

install.packages("readxl")

library(readxl)

excel\_file <- "C:\\Users\\repan\\OneDrive\\Desktop\\R\\Iris.xls"

# Read the Excel file into a data frame

data <- read\_excel(excel\_file)

# Display the first few rows of the imported data

head(data)

[Write a R Program to export a DataFrame to Excel File](https://www.geeksforgeeks.org/how-to-export-a-dataframe-to-excel-file-in-r/)

# Install and load the writexl package

install.packages("writexl")

library(writexl)

# Create a sample DataFrame

my\_data <- data.frame(

Name = c("John", "Alice", "Bob", "Eva"),

Age = c(25, 30, 28, 35),

Score = c(85, 92, 78, 96)

)

# Specify the file path for the Excel file

excel\_output\_file <- "C:\\Users\\repan\\OneDrive\\Desktop\\R\\nine\_op\_file.xls"

# Write the DataFrame to an Excel file

write\_xlsx(my\_data, excel\_output\_file)

# Print a message to confirm the export

cat("DataFrame exported to Excel file:", excel\_output\_file, "\n")

Write a R Program to [convert an Excel column into a list of vectors.](https://www.geeksforgeeks.org/convert-an-excel-column-into-a-list-of-vectors-in-r/)

# Install and load the readxl package

install.packages("readxl")

library(readxl)

# Specify the file path to your Excel file

excel\_file <- "C:\\Users\\repan\\OneDrive\\Documents\\ten\_data.xlsx"

# Read the Excel file into a data frame

data <- read\_excel(excel\_file)

# Extract a specific column into a list

column\_name <- "Name" # Replace with the actual column name

column\_list <- as.list(data[[column\_name]])

# Display the list

print(column\_list)

[Write a R Program to convert Excel column to vector in R ?](https://www.geeksforgeeks.org/how-to-convert-excel-column-to-vector-in-r/)

# Install and load the readxl package

install.packages("readxl")

library(readxl)

# Specify the file path to your Excel file

excel\_file <- "C:\\Users\\repan\\OneDrive\\Documents\\ten\_data.xlsx"

# Read the Excel file into a data frame

data <- read\_excel(excel\_file)

# Extract a specific column into a vector

column\_name <- "Name" # Replace with the actual column name

column\_vector <- data[[column\_name]]

# Display the vector

print(column\_vector)

[Write a R Program to convert excel content into DataFrame.](https://www.geeksforgeeks.org/how-to-convert-excel-content-into-dataframe-in-r/)

library(readxl)

# Specify the file path to your Excel file

excel\_file <- "C:\\Users\\repan\\OneDrive\\Documents\\ten\_data.xlsx"

# Read the Excel file into a data frame

data <- read\_excel(excel\_file)

# Display the data frame

print(data)

Write a R Program to [Delete rows with empty cells from Excel.](https://www.geeksforgeeks.org/delete-rows-with-empty-cells-from-excel-using-r/)

# Install and load the tidyxl and readxl packages

install.packages(c("tidyxl"))

library(tidyxl)

library(readxl)

# Specify the file path to your Excel file

excel\_file <- "C:\\Users\\repan\\OneDrive\\Documents\\ten\_data.xlsx"

# Read the Excel file into a data frame

data <- read\_excel(excel\_file)

# Identify rows with empty cells

empty\_rows <- which(rowSums(is.na(data) | data == "") > 0)

# Remove rows with empty cells

data\_cleaned <- data[-empty\_rows, ]

# Display the cleaned data frame

print(data\_cleaned)

Data Visualization

Write a R Program to [adding Colors to Charts.](https://www.geeksforgeeks.org/adding-colors-to-charts-in-r-programming/)

# Load required library

install.packages("ggplot2")

library(ggplot2)

# Load the mtcars dataset

data(mtcars)

# Create a bar chart with colors

ggplot(mtcars, aes(x = factor(cyl), fill = factor(cyl))) +

geom\_bar() +

scale\_fill\_manual(values = c("#FF9999", "#66B2FF", "#99FF99")) + # Specify custom colors

labs(title = "Number of Cars by Cylinder Count",

x = "Cylinders",

y = "Count") +

theme\_minimal()
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[Write a R Program to show legend in heatmap.](https://www.geeksforgeeks.org/how-to-show-legend-in-heatmap-in-r/)

# Load the mtcars dataset

data(mtcars)

# Select a subset of the mtcars dataset for demonstration

subset\_mtcars <- mtcars[, c("mpg", "hp", "qsec")]

# Create a heatmap with a legend

heatmap(

scale(subset\_mtcars), # Scale the data for better visualization

Colv = NA, # Do not perform hierarchical clustering on columns

Rowv = NA, # Do not perform hierarchical clustering on rows

col = cm.colors(256), # Specify color range

margins = c(5, 10), # Add margins for row and column labels

main = "Heatmap with Legend",

xlab = "Car Features",

ylab = "Cars",

cexRow = 1, # Set the size of row labels

cexCol = 1, # Set the size of column labels

key = TRUE, # Show the legend

symkey = FALSE # Do not add a symmetric key

)
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Write a R Program to [display All X-Axis Labels of Barplot.](https://www.geeksforgeeks.org/display-all-x-axis-labels-of-barplot-in-r/)

# Load the mtcars dataset

data(mtcars)

# Create a bar plot with all X-axis labels

bar\_colors <- c("#66B2FF", "#FF9999", "#99FF99", "#FFCC99", "#CC99FF")

barplot(

table(mtcars$cyl),

col = bar\_colors,

main = "Number of Cars by Cylinder Count",

xlab = "Cylinders",

ylab = "Count",

names.arg = unique(mtcars$cyl),

las = 2, # Rotate X-axis labels vertically

cex.names = 0.8 # Adjust the size of X-axis labels

)
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[Write a R Program to create a Stacked Dot Plot.](https://www.geeksforgeeks.org/how-to-create-a-stacked-dot-plot-in-r/)

# Load the mtcars dataset

data(mtcars)

# Create a stacked dot plot

dot\_colors <- c("#66B2FF", "#FF9999", "#99FF99")

# Convert the 'cyl' column to a factor for better plotting

mtcars$cyl <- as.factor(mtcars$cyl)

# Use geom\_dotplot from ggplot2 for the stacked dot plot

library(ggplot2)

ggplot(mtcars, aes(x = factor(cyl), y = mpg, fill = factor(cyl))) +

geom\_dotplot(binaxis = "y", stackdir = "center", binwidth = 1, dotsize = 0.5) +

scale\_fill\_manual(values = dot\_colors) +

labs(title = "Stacked Dot Plot of MPG by Cylinder Count",

x = "Cylinders",

y = "Miles per Gallon") +
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Write a R Program to [Change Spacing of Axis Tick Marks in Base R Plot](https://www.geeksforgeeks.org/change-spacing-of-axis-tick-marks-in-base-r-plot/)

# Load the mtcars dataset

data(mtcars)

# Create a base R plot with modified axis tick spacing

par(mar = c(5, 4, 4, 4)) # Adjust the margins to make room for labels

plot(mtcars$mpg, mtcars$wt,

xlab = "Miles per Gallon",

ylab = "Weight (1000 lbs)",

main = "Scatter Plot of MPG vs. Weight",

pch = 16, # Set the point character

col = "#66B2FF" # Set the point color

)

# Change the x-axis tick marks and labels

axis(side = 1, at = seq(10, 35, by = 5), labels = seq(10, 35, by = 5))

# Change the y-axis tick marks and labels

axis(side = 2, at = seq(1, 6, by = 1), labels = seq(1, 6, by = 1))

![](data:image/png;base64,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)

Write a R Program to [Add legends without border and with white background.](https://www.geeksforgeeks.org/add-legends-without-border-and-with-white-background-in-r/)

# Load the mtcars dataset

data(mtcars)

# Create a base R plot

plot(mtcars$mpg, mtcars$wt,

xlab = "Miles per Gallon",

ylab = "Weight (1000 lbs)",

main = "Scatter Plot of MPG vs. Weight",

pch = 16, # Set the point character

col = "#66B2FF" # Set the point color

)

# Add a legend without border and with a white background

legend("topright", legend = "Data Points",

pch = 16, col = "#66B2FF",

bg = "white", # Set background color to white

box.lwd = 0) # Set legend border width to 0

![](data:image/png;base64,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)

Write a R Program to [Plot Shaded Area between vertical lines.](https://www.geeksforgeeks.org/plot-shaded-area-between-vertical-lines-in-r/)

# Load the mtcars dataset

data(mtcars)

# Define the range of x-values

x\_values <- c(15, 25)

# Create a base R plot

plot(mtcars$mpg, mtcars$wt,

xlab = "Miles per Gallon",

ylab = "Weight (1000 lbs)",

main = "Scatter Plot of MPG vs. Weight",

pch = 16, # Set the point character

col = "#66B2FF" # Set the point color

)

# Add vertical lines

abline(v = x\_values[1], col = "red", lty = 2) # First vertical line

abline(v = x\_values[2], col = "blue", lty = 2) # Second vertical line

# Plot shaded area between the vertical lines

polygon(c(x\_values[1], seq(x\_values[1], x\_values[2], length.out = nrow(mtcars)), x\_values[2]),

c(0, mtcars$wt, 0),

col = alpha("#FFA07A", 0.3), # Set the fill color with transparency

border = NA) # Remove border
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[Write a R Program to add Mean and Median to Histogram](https://www.geeksforgeeks.org/how-to-add-mean-and-median-to-histogram-in-r/).

# Load the mtcars dataset

data(mtcars)

# Create a histogram

hist(mtcars$mpg,

main = "Histogram of Miles per Gallon",

xlab = "Miles per Gallon",

col = "#66B2FF", # Set histogram fill color

border = "white" # Set histogram border color

)

# Add mean and median lines

abline(v = mean(mtcars$mpg), col = "red", lty = 2, lwd = 2) # Mean line

abline(v = median(mtcars$mpg), col = "green", lty = 2, lwd = 2) # Median line

# Add a legend

legend("topright", legend = c("Mean", "Median"),

col = c("red", "green"), lty = 2, lwd = 2)
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Write a R Program to [create Scatter plot from CSV file.](https://www.geeksforgeeks.org/create-scatter-plot-from-csv-in-r/)

# Load the iris dataset

data(iris)

# Scatter plot using the iris dataset

plot(iris$Sepal.Length, iris$Sepal.Width,

main = "Scatter Plot of Sepal Length vs Sepal Width",

xlab = "Sepal Length", ylab = "Sepal Width",

col = iris$Species, pch = 19)

legend("topright", legend = levels(iris$Species),

col = 1:3, pch = 19, title = "Species")
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Others

Write a R program to find the linear regression for a dataset.

# Generate a sample dataset

set.seed(123) # Set seed for reproducibility

x <- 1:20

y <- 3 \* x + rnorm(20, mean = 0, sd = 5) # Simulating a linear relationship with some noise

# Create a data frame

data <- data.frame(x, y)

# Plot the dataset

plot(data$x, data$y, main = "Scatter Plot with Linear Relationship",

xlab = "X", ylab = "Y", pch = 16, col = "blue")

# Perform linear regression

linear\_model <- lm(y ~ x, data = data)

# Add regression line to the plot

abline(linear\_model, col = "red")

# Display the regression summary

summary(linear\_model)

![](data:image/png;base64,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)

Write a R program to fill the null values in a data set by 3

# Create a sample dataset with missing values

set.seed(123)

data <- data.frame(

A = c(1, 2, NA, 4, 5),

B = c(NA, 8, 9, 10, NA),

C = c(11, 12, 13, NA, 15)

)

# Display the original dataset

print("Original Dataset:")

print(data)

# Replace NA values with 3

data[is.na(data)] <- 3

# Display the dataset after filling NA values with 3

print("\nDataset after replacing NA values with 3:")

print(data)

Write a R program to fine the no of rows and columns in a data set

# Create a sample dataset

data <- data.frame(

Name = c("Alice", "Bob", "Charlie", "David"),

Age = c(25, 30, 22, 28),

Salary = c(50000, 60000, 45000, 55000)

)

# Display the sample dataset

print("Sample Dataset:")

print(data)

# Find the number of rows and columns

num\_rows <- nrow(data)

num\_cols <- ncol(data)

# Display the results

cat("\nNumber of Rows:", num\_rows, "\n")

cat("Number of Columns:", num\_cols, "\n")

Write a R program to display the decision tree for a data set.

# Install and load the rpart.plot package

install.packages("rpart.plot")

library(rpart.plot)

# Load the iris dataset

data(iris)

# Build a decision tree model

tree\_model <- rpart(Species ~ ., data = iris, method = "class")

# Display the decision tree with rpart.plot

prp(tree\_model)

![](data:image/png;base64,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)

Load a dataset for binary classification (e.g., the 'Pima Indians Diabetes' dataset) and perform data preprocessing tasks such as feature scaling and handling imbalanced data.

# Install and load necessary packages

install.packages("mlbench")

library(mlbench)

# Load the Pima Indians Diabetes dataset

data(PimaIndiansDiabetes)

diabetes\_data <- PimaIndiansDiabetes

# Display the structure of the dataset

str(diabetes\_data)

# Check for missing values

missing\_values <- sum(is.na(diabetes\_data))

cat("Number of missing values:", missing\_values, "\n")

# Summary statistics

summary(diabetes\_data)

# Feature scaling (standardization)

scaled\_data <- scale(diabetes\_data[, -9]) # Exclude the outcome variable (column 9)

diabetes\_data\_scaled <- cbind(scaled\_data, Outcome = diabetes\_data$diabetes)

# Display the structure of the scaled dataset

str(diabetes\_data\_scaled)

# Check the summary statistics of the scaled dataset

summary(diabetes\_data\_scaled)

output:-

> # Load the Pima Indians Diabetes dataset

> data(PimaIndiansDiabetes)

> diabetes\_data <- PimaIndiansDiabetes

>

> # Display the structure of the dataset

> str(diabetes\_data)

'data.frame': 768 obs. of 9 variables:

$ pregnant: num 6 1 8 1 0 5 3 10 2 8 ...

$ glucose : num 148 85 183 89 137 116 78 115 197 125 ...

$ pressure: num 72 66 64 66 40 74 50 0 70 96 ...

$ triceps : num 35 29 0 23 35 0 32 0 45 0 ...

$ insulin : num 0 0 0 94 168 0 88 0 543 0 ...

$ mass : num 33.6 26.6 23.3 28.1 43.1 25.6 31 35.3 30.5 0 ...

$ pedigree: num 0.627 0.351 0.672 0.167 2.288 ...

$ age : num 50 31 32 21 33 30 26 29 53 54 ...

$ diabetes: Factor w/ 2 levels "neg","pos": 2 1 2 1 2 1 2 1 2 2 ...

>

> # Check for missing values

> missing\_values <- sum(is.na(diabetes\_data))

> cat("Number of missing values:", missing\_values, "\n")

Number of missing values: 0

>

> # Summary statistics

> summary(diabetes\_data)

pregnant glucose pressure triceps insulin

Min. : 0.000 Min. : 0.0 Min. : 0.00 Min. : 0.00 Min. : 0.0

1st Qu.: 1.000 1st Qu.: 99.0 1st Qu.: 62.00 1st Qu.: 0.00 1st Qu.: 0.0

Median : 3.000 Median :117.0 Median : 72.00 Median :23.00 Median : 30.5

Mean : 3.845 Mean :120.9 Mean : 69.11 Mean :20.54 Mean : 79.8

3rd Qu.: 6.000 3rd Qu.:140.2 3rd Qu.: 80.00 3rd Qu.:32.00 3rd Qu.:127.2

Max. :17.000 Max. :199.0 Max. :122.00 Max. :99.00 Max. :846.0

mass pedigree age diabetes

Min. : 0.00 Min. :0.0780 Min. :21.00 neg:500

1st Qu.:27.30 1st Qu.:0.2437 1st Qu.:24.00 pos:268

Median :32.00 Median :0.3725 Median :29.00

Mean :31.99 Mean :0.4719 Mean :33.24

3rd Qu.:36.60 3rd Qu.:0.6262 3rd Qu.:41.00

Max. :67.10 Max. :2.4200 Max. :81.00

>

> # Feature scaling (standardization)

> scaled\_data <- scale(diabetes\_data[, -9]) # Exclude the outcome variable (column 9)

> diabetes\_data\_scaled <- cbind(scaled\_data, Outcome = diabetes\_data$diabetes)

>

> # Display the structure of the scaled dataset

> str(diabetes\_data\_scaled)

num [1:768, 1:9] 0.64 -0.844 1.233 -0.844 -1.141 ...

- attr(\*, "dimnames")=List of 2

..$ : chr [1:768] "1" "2" "3" "4" ...

..$ : chr [1:9] "pregnant" "glucose" "pressure" "triceps" ...

>

> # Check the summary statistics of the scaled dataset

> summary(diabetes\_data\_scaled)

pregnant glucose pressure triceps insulin

Min. :-1.1411 Min. :-3.7812 Min. :-3.5703 Min. :-1.2874 Min. :-0.6924

1st Qu.:-0.8443 1st Qu.:-0.6848 1st Qu.:-0.3671 1st Qu.:-1.2874 1st Qu.:-0.6924

Median :-0.2508 Median :-0.1218 Median : 0.1495 Median : 0.1544 Median :-0.4278

Mean : 0.0000 Mean : 0.0000 Mean : 0.0000 Mean : 0.0000 Mean : 0.0000

3rd Qu.: 0.6395 3rd Qu.: 0.6054 3rd Qu.: 0.5629 3rd Qu.: 0.7186 3rd Qu.: 0.4117

Max. : 3.9040 Max. : 2.4429 Max. : 2.7327 Max. : 4.9187 Max. : 6.6485

mass pedigree age Outcome

Min. :-4.057829 Min. :-1.1888 Min. :-1.0409 Min. :1.000

1st Qu.:-0.595191 1st Qu.:-0.6885 1st Qu.:-0.7858 1st Qu.:1.000

Median : 0.000941 Median :-0.2999 Median :-0.3606 Median :1.000

Mean : 0.000000 Mean : 0.0000 Mean : 0.0000 Mean :1.349

3rd Qu.: 0.584390 3rd Qu.: 0.4659 3rd Qu.: 0.6598 3rd Qu.:2.000

Max. : 4.452906 Max. : 5.8797 Max. : 4.0611 Max. :2.000